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library(dplyr)  
library(caret)  
library(glmnet)  
library(corrplot)  
library(RColorBrewer)  
library(car) # for VIF

###########################################################  
## Clean up, transform, predictor selection  
  
myAuto = read.csv("04cars.csv")  
  
myAuto <- myAuto %>% select(-c(Height,Length))  
  
myAuto <- na.omit(myAuto)  
  
myAuto <- myAuto %>%  
 mutate(logRetailprice = log(Retailprice),  
 logCylinders = log(Cylinders),  
 TypeAWD = if\_else(Type == "AWD", 1, 0),  
 TypeRWD = if\_else(Type == "RWD", 1, 0),  
 logHorsepower = log(Horsepower)) %>%   
 select(-c(Type,Weight,CityMPG,HwyMPG,Retailprice,Cylinders,Horsepower))  
  
head(myAuto)

## Sport SUV Wagon Minivan Pickup Engine Wheelbase logRetailprice logCylinders  
## 1 0 0 0 0 0 1.6 95 9.237956 1.386294  
## 2 0 0 0 0 0 1.6 96 9.262838 1.386294  
## 3 0 0 0 0 0 1.5 93 9.283591 1.386294  
## 4 0 0 0 0 0 2.2 103 9.305196 1.386294  
## 5 0 0 0 0 0 1.6 95 9.319643 1.386294  
## 6 0 0 0 0 0 1.5 93 9.331673 1.386294  
## TypeAWD TypeRWD logHorsepower  
## 1 0 0 4.644391  
## 2 0 0 4.634729  
## 3 0 0 4.682131  
## 4 0 0 4.941642  
## 5 0 0 4.644391  
## 6 0 0 4.682131

###########################################################  
## Check correlation  
  
mycars\_numeric = select\_if(myAuto, is.numeric)  
mycars\_correlations <- cor(mycars\_numeric,   
 use = "pairwise.complete.obs")  
corrplot(mycars\_correlations,   
 type = "upper", order = "hclust",   
 col = rev(brewer.pal(n = 8, name = "RdYlBu")))
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###########################################################  
## Recursive Feature Elimination  
  
set.seed(8)  
  
control\_rfe <- rfeControl(functions = lmFuncs,  
 method = "repeatedcv",  
 repeats = 5,  
 number = 5, #cv number  
 verbose = FALSE)  
  
Model.rfe = (logRetailprice ~ .)  
X\_train = model.matrix(Model.rfe, data = myAuto)[,-1]  
y\_train = myAuto$logRetailprice  
  
result\_rfe = rfe(x = X\_train,   
 y = y\_train,   
 sizes = c(1:dim(myAuto)[2]-1),  
 rfeControl = control\_rfe)  
  
plot(result\_rfe, type = c("g", "o"))
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cbind(result\_rfe$results$Variables,result\_rfe$results$RMSE,result\_rfe$results$Rsquared)

## [,1] [,2] [,3]  
## [1,] 0 0.2442313 0.7511380  
## [2,] 1 0.2442313 0.7511380  
## [3,] 2 0.2346717 0.7704056  
## [4,] 3 0.2348867 0.7696778  
## [5,] 4 0.2337546 0.7712547  
## [6,] 5 0.2235883 0.7902189  
## [7,] 6 0.2226998 0.7918175  
## [8,] 7 0.2215720 0.7935745  
## [9,] 8 0.2220239 0.7928014  
## [10,] 9 0.2222139 0.7924825  
## [11,] 10 0.2224495 0.7920394  
## [12,] 11 0.2233403 0.7902819

result\_rfe$optVariables

## [1] "logHorsepower" "Pickup" "logCylinders" "TypeAWD"   
## [5] "TypeRWD" "Sport" "SUV"

######################################################  
## Check on VIF  
  
testvif = lm(logRetailprice ~ ., data = myAuto)  
vif(testvif)

## Sport SUV Wagon Minivan Pickup   
## 2.004855 1.515528 1.074367 1.238674 1.752164   
## Engine Wheelbase logCylinders TypeAWD TypeRWD   
## 8.029331 3.650697 6.762143 1.534411 1.742702   
## logHorsepower   
## 4.058137

plot(testvif)
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######################################################  
## Peeking on regsubset  
  
library(leaps)   
  
regfit.full = regsubsets(logRetailprice ~ ., data = myAuto,  
 method = "exhaustive", nvmax = dim(myAuto)-1)  
  
regfit.full.summary = summary(regfit.full)  
regfit.full.summary$bic

## [1] -553.8009 -582.1424 -600.3281 -619.8728 -618.2682 -615.3930 -613.8406  
## [8] -608.3963 -602.5874 -596.6846 -590.6698

plot(regfit.full.summary$bic, xlab = "Number of variables",  
 ylab = "BIC", type = "l", lwd = 2)

![](data:image/png;base64,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)

which.min(regfit.full.summary$bic)

## [1] 4

coef(regfit.full, which.min(regfit.full.summary$bic))

## (Intercept) Pickup TypeAWD TypeRWD logHorsepower   
## 3.9890288 -0.3928527 0.1542805 0.2066299 1.1687733

######################################################  
## Feature Selection using ENET Lasso, Alpha = 1  
library(doParallel)  
  
cls = makeCluster(detectCores()-1)  
registerDoParallel(cls)  
  
set.seed(8)  
  
#tuning params for ENET  
lambdalist = c((1:1000)/10000)  
  
n = dim(myAuto)[1]  
#n.alpha = length(alphalist)  
nfolds = 5  
  
groups = rep(1:nfolds,length=n)  
cvgroups = sample(groups,n)  
  
# store predicted values from the double-cross-validation  
allpredictedCV = rep(NA,n)  
allpredictedMethod = rep(NA,n)  
allpredictedMSE = rep(NA,n)  
  
# set up storage to see what models are "best" on the inner loops  
allbestRMSE = rep(NA,nfolds)  
allbestTypes = rep(NA,nfolds)  
allbestPars = vector("list",nfolds)  
  
Model.Full = (logRetailprice ~ .)  
Model.Penalized = (logRetailprice ~ .)  
  
timing <- system.time({  
for (j in 1:nfolds) { # loop through outer splits  
 groupj = (cvgroups == j)  
   
 # train data  
 traindata = myAuto[!groupj,]  
 trainx = model.matrix(Model.Full, data = traindata)[,-1]  
 trainy = traindata$logRetailprice  
   
 # test data  
 validdata = myAuto[groupj,]  
 validx = model.matrix(Model.Full, data = validdata)[,-1]  
 validy = validdata$logRetailprice  
   
 # all model-fitting process with traindata  
 dataused=traindata  
   
 training = trainControl(method = "cv", number = 5, allowParallel = TRUE)  
  
 # cross-validation of penalized regression  
 fit\_caret\_penalized = train(Model.Penalized,  
 data = dataused,  
 method = "glmnet",  
 trControl = training,  
 tuneGrid = expand.grid(alpha=1,lambda=lambdalist))  
   
 all\_best\_Types = c("ELASTICNET")  
 all\_best\_Pars = list(fit\_caret\_penalized$bestTune)  
 all\_best\_Models = list(glmnet(trainx, trainy, alpha=fit\_caret\_penalized$bestTune$alpha, lambda=lambdalist))  
 all\_best\_RMSE = c(min(fit\_caret\_penalized$results$RMSE))  
   
 # the best model  
 one\_best\_Type = all\_best\_Types[which.min(all\_best\_RMSE)]  
 one\_best\_Pars = all\_best\_Pars[which.min(all\_best\_RMSE)]  
 one\_best\_Model = all\_best\_Models[[which.min(all\_best\_RMSE)]]  
 one\_best\_RSME = all\_best\_RMSE[[which.min(all\_best\_RMSE)]]  
   
 # for checking later to see what's the best from each fold  
 allbestTypes[j] = one\_best\_Type  
 allbestPars[[j]] = one\_best\_Pars  
 allbestRMSE[j] = one\_best\_RSME  
   
 allpredictedMethod[groupj] = one\_best\_Type  
 allpredictedMSE[groupj] = one\_best\_RSME  
   
 if (one\_best\_Type == "ELASTICNET") {  
 ENETLAMBDA = one\_best\_Pars[[1]]$lambda  
 allpredictedCV[groupj] = predict(one\_best\_Model,newx=validx,s=ENETLAMBDA)  
 }  
}  
})  
  
paste("Elapsed times: ", timing["elapsed"])

## [1] "Elapsed times: 11.5"

stopCluster(cls)  
  
#see the best MSE  
one\_best\_RSME

## [1] 0.2210077

#see the best params  
paste("alpha",one\_best\_Pars[[1]]$alpha,"lambda",one\_best\_Pars[[1]]$lambda)

## [1] "alpha 1 lambda 0.0049"

#see the best Model  
bestcoef = coef(one\_best\_Model, s = one\_best\_Pars[[1]]$lambda)  
options(scipen=999)  
round(bestcoef,4)

## 12 x 1 sparse Matrix of class "dgCMatrix"  
## s1  
## (Intercept) 4.1113  
## Sport 0.0843  
## SUV -0.0396  
## Wagon .   
## Minivan .   
## Pickup -0.3577  
## Engine .   
## Wheelbase .   
## logCylinders 0.1368  
## TypeAWD 0.1093  
## TypeRWD 0.1552  
## logHorsepower 1.1045

# print individually  
for (j in 1:nfolds) {  
 writemodel = paste("The best model at loop", j,   
 "is of type", allbestTypes[j],  
 "with parameter(s)",allbestPars[[j]])  
 print(writemodel, quote = FALSE)  
}

## [1] The best model at loop 1 is of type ELASTICNET with parameter(s) list(alpha = 1, lambda = 0.0066)  
## [1] The best model at loop 2 is of type ELASTICNET with parameter(s) list(alpha = 1, lambda = 0.0039)  
## [1] The best model at loop 3 is of type ELASTICNET with parameter(s) list(alpha = 1, lambda = 0.0039)  
## [1] The best model at loop 4 is of type ELASTICNET with parameter(s) list(alpha = 1, lambda = 0.0026)  
## [1] The best model at loop 5 is of type ELASTICNET with parameter(s) list(alpha = 1, lambda = 0.0049)

######################################################  
## DO NOT USE  
## RLM's predictors were selected from ENET  
##  
## Still figure out what Prof said, try to incorporate either of these:  
## a. If you're doing double CV, you can code it using 2 for loops instead of 1 for loop + caret, do the feature selection on the inner loop ## training set, and then use those features in the inner and outer loop test sets.  
## b. If you're using caret, you can use the Recursive Feature Elimination function (not something we'll get into in this course).  
##  
  
library(doParallel)  
  
cls = makeCluster(detectCores()-1)  
registerDoParallel(cls)  
  
set.seed(8)  
  
#tuning params for ENET  
lambdalist = c((1:1000)/10000)  
alphalist = seq(0, 1, by = 0.1)  
  
n = dim(myAuto)[1]  
n.alpha = length(alphalist)  
nfolds = 5  
  
groups = rep(1:nfolds,length=n)  
cvgroups = sample(groups,n)  
  
# store predicted values from the double-cross-validation  
allpredictedCV = rep(NA,n)  
allpredictedMethod = rep(NA,n)  
allpredictedMSE = rep(NA,n)  
  
# set up storage to see what models are "best" on the inner loops  
allbestRMSE = rep(NA,nfolds)  
allbestTypes = rep(NA,nfolds)  
allbestPars = vector("list",nfolds)  
  
Model.Full = (logRetailprice ~ .)  
Model.Penalized = (logRetailprice ~ .)  
Model.Robust = (logRetailprice ~ . -Wagon -Minivan -Engine -Wheelbase)  
  
timing <- system.time({  
for (j in 1:nfolds) { # loop through outer splits  
 groupj = (cvgroups == j)  
   
 # train data  
 traindata = myAuto[!groupj,]  
 trainx = model.matrix(Model.Full, data = traindata)[,-1]  
 trainy = traindata$logRetailprice  
   
 # test data  
 validdata = myAuto[groupj,]  
 validx = model.matrix(Model.Full, data = validdata)[,-1]  
 validy = validdata$logRetailprice  
   
 # all model-fitting process with traindata  
 dataused=traindata  
   
 training = trainControl(method = "cv", number = 5, allowParallel = TRUE)  
  
 # cross-validation of penalized regression  
 fit\_caret\_penalized = train(Model.Penalized,  
 data = dataused,  
 method = "glmnet",  
 trControl = training,  
 tuneGrid = expand.grid(alpha=alphalist,lambda=lambdalist))  
   
 # cross-validation of robust regression   
 fit\_caret\_robust = train(Model.Robust,  
 data = dataused,  
 method = "rlm",  
 trControl = training)  
   
 # all best models  
 all\_best\_Types = c("ELASTICNET", "ROBUST")  
 all\_best\_Pars = list(fit\_caret\_penalized$bestTune, fit\_caret\_robust$bestTune)  
 all\_best\_Models = list(glmnet(trainx, trainy, alpha=fit\_caret\_penalized$bestTune$alpha, lambda=lambdalist),  
 fit\_caret\_robust$finalModel)  
 all\_best\_RMSE = c(min(fit\_caret\_penalized$results$RMSE),min(fit\_caret\_robust$results$RMSE))  
   
 # the best model  
 one\_best\_Type = all\_best\_Types[which.min(all\_best\_RMSE)]  
 one\_best\_Pars = all\_best\_Pars[which.min(all\_best\_RMSE)]  
 one\_best\_Model = all\_best\_Models[[which.min(all\_best\_RMSE)]]  
 one\_best\_RSME = all\_best\_RMSE[[which.min(all\_best\_RMSE)]]  
   
 # for checking later to see what's the best from each fold  
 allbestTypes[j] = one\_best\_Type  
 allbestPars[[j]] = one\_best\_Pars  
 allbestRMSE[j] = one\_best\_RSME  
   
 allpredictedMethod[groupj] = one\_best\_Type  
 allpredictedMSE[groupj] = one\_best\_RSME  
   
 if (one\_best\_Type == "ELASTICNET") {  
 ENETLAMBDA = one\_best\_Pars[[1]]$lambda  
 allpredictedCV[groupj] = predict(one\_best\_Model,newx=validx,s=ENETLAMBDA)  
 } else if (one\_best\_Type == "ROBUST") {  
 allpredictedCV[groupj] = predict(one\_best\_Model,newdata=validdata)  
 }  
}  
})  
  
paste("Elapsed times: ", timing["elapsed"])

## [1] "Elapsed times: 88.33"

stopCluster(cls)  
  
#see the best model  
one\_best\_Type

## [1] "ROBUST"

#see the best pars  
#one\_best\_Pars[[1]]$lambda  
#one\_best\_Pars[[1]]$alpha  
#print(one\_best\_Pars, quote = FALSE)  
print(one\_best\_Pars[[1]], quote = FALSE)

## intercept psi  
## 6 TRUE psi.bisquare

paste("alpha",one\_best\_Pars[[1]]$alpha,"lambda",one\_best\_Pars[[1]]$lambda)

## [1] "alpha lambda "

#see the best MSE  
one\_best\_RSME

## [1] 0.218316

#see the best Model  
bestcoef = coef(one\_best\_Model, s = one\_best\_Pars[[1]]$lambda)  
options(scipen=999)  
round(bestcoef,4)

## (Intercept) Sport SUV Pickup logCylinders   
## 4.1611 0.1096 -0.0761 -0.3951 0.1841   
## TypeAWD TypeRWD logHorsepower   
## 0.1486 0.1762 1.0770

#see all predicted CV  
#allpredicted <- cbind(allpredictedMethod,allpredictedCV,allpredictedMSE)  
#allpredicted  
#allpredicted[allpredictedMethod == "ELASTICNET", ]  
  
### Outer model assessments  
y = myAuto$logRetailprice  
  
# get CV assessment  
CV.assess = mean((allpredictedCV-y)^2)  
CV.assess

## [1] 0.04852664

# get RMSE assessment  
RMSE = sqrt(mean((allpredictedCV-y)^2)); RMSE

## [1] 0.2202876

# get R2 assessment  
R2 = 1-sum((allpredictedCV-y)^2)/sum((y-mean(y))^2); R2

## [1] 0.7928617

# print individually  
for (j in 1:nfolds) {  
 writemodel = paste("The best model at loop", j,   
 "is of type", allbestTypes[j],  
 "with parameter(s)",allbestPars[[j]])  
 print(writemodel, quote = FALSE)  
}

## [1] The best model at loop 1 is of type ROBUST with parameter(s) list(intercept = TRUE, psi = 2)  
## [1] The best model at loop 2 is of type ROBUST with parameter(s) list(intercept = TRUE, psi = 2)  
## [1] The best model at loop 3 is of type ROBUST with parameter(s) list(intercept = TRUE, psi = 2)  
## [1] The best model at loop 4 is of type ROBUST with parameter(s) list(intercept = TRUE, psi = 2)  
## [1] The best model at loop 5 is of type ROBUST with parameter(s) list(intercept = TRUE, psi = 3)